**Program :**

                dist[v] = dist[u] + weight;

                parent[v] = u;

            }

        }

    }

    for (int i = 0; i < E; i++) {

        int u = graph->edge[i].src;

        int v = graph->edge[i].dest;

        int weight = graph->edge[i].weight;

        if (dist[u] != 9999

            && dist[u] + weight < dist[v]) {

            cout << "Graph contains negative weight cycle";

            return;

        }

    }

    cout << "Shortest path estimate" << endl;

    printArr(dist, V); cout << endl;

    cout << "Predecessor" << endl;

    printArr(parent,V); cout << endl;

    cout << "Single source shortest path exists" << endl << endl;

    for (int i = 0; i < V; i++){

        if (i != src && dist[i] < 9999) {

            cout <<"Path from " << src << " to " << i << " is ";

            printPath(parent, i, src);

            cout << endl;

        }

    }

    return;

}

int main(){

    cout << "Enter number of vertices and edges of the graphs\n";

    int V,E; cin >> V >> E;

    struct Graph\* graph = createGraph(V, E);

    cout << "Enter source vertex, destination vertex and the weight between them\n";

    for(int i=0;i<E;i++) {

        cin >> graph->edge[i].src;

        cin >> graph->edge[i].dest;

        cin >> graph->edge[i].weight;

    }

    printf("Edge table\n");

    for(int i=0;i<E;i++) {

        cout << graph->edge[i].src << " ---> " << graph->edge[i].dest << " : " << graph->edge[i].weight << endl;

    }

    cout << "Enter source vertex in graph" << endl;

    int src; cin >> src;

    cout << endl;

    BellmanFord(graph, src);

    return 0;

}

**Output :**
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**Program :**

#include <bits/stdc++.h>

using namespace std;

bool canPlace(vector<vector<char>> mat, int r, int c) {

    int N = mat.size(); //checking for rows

    for (int i=0; i<r; i++) {

        if (mat[i][c] == 'Q') {

            return false;

        }

    } //checking for cols

    for (int i=r, j=c; i>=0 && j>=0; i--, j--) {

        if (mat[i][j] == 'Q') {

            return false;

        }

    }

    //checking for diagonals

    for (int i=r, j=c; i>=0 && j<N; i--, j++) {

        if (mat[i][j] == 'Q') {

            return false;

        }

    } // if no queen affects this one, then return true

    return true;

}

void print(vector<vector<char>> mat)

{

    int N = mat.size();

    for(int i=0; i<N; i++) {

        cout << " \_\_";

    }

    cout << endl;

    for (int i=0; i<N; i++) {

        for (int j=0; j<N; j++) {

            cout << "|" << mat[i][j] << '\_';

        }

        cout << "|" << endl;

    }

    cout << "\n";

}

void nQueen(vector<vector<char>> mat, int r) {

    int N = mat.size();

    if (r == N) {

        print(mat);

        return;

    }

    for (int i=0; i<N; i++) {

        if (canPlace(mat, r, i)) {

            mat[r][i] = 'Q';

            nQueen(mat, r + 1);

            mat[r][i] = '\_';

        }

    }

}

int main() {

    cout << "Enter number of queens:\n";

    int n;

    cin >> n;

    cout << endl;

    vector<vector<char>> mat(n, vector<char>(n));

    for(int i=0; i<n; i++) {

        for(int j=0; j<n; j++) {

            mat[i][j] = '\_';

        }

    }

    nQueen(mat, 0);

    return 0;

}

**Output :**

**![](data:image/png;base64,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)**

**Program :**

#include <stdio.h>

#define TRUE 1

#define FALSE 0

int inc[50], w[50], sum, n;

int promising(int i, int wt, int total){

    return (((wt + total) >= sum) && ((wt == sum) || (wt + w[i + 1] <= sum)));

}

void sumOfSubset(int i, int wt, int total){

    int j;

    if (promising(i, wt, total)){

        if (wt == sum){

            printf("{");

            for (j = 0; j <= i; j++){

                if (inc[j]){

                    printf("%d", w[j]);

                    if(j!=i) printf(", ");

                }

            }

            printf("}\n");

        }

        else{

            inc[i + 1] = TRUE;

            sumOfSubset(i + 1, wt + w[i + 1], total - w[i + 1]);

            inc[i + 1] = FALSE;

            sumOfSubset(i + 1, wt, total - w[i + 1]);

        }

    }

}

int main(){

    int i, j, n, temp, total = 0;

    printf("Enter number of elements in the set : ");

    scanf("%d", &n);

    printf("Enter %d number to add to the set : ", n);

    for (i = 0; i < n; i++){

        scanf("%d", &w[i]);

        total += w[i];

    }

    printf("Input the sum value to create sub set : ");

    scanf("%d", &sum);

    //sort in ascending order

    for (i = 0; i <= n; i++)

        for (j = 0; j < n - 1; j++)if (w[j] > w[j + 1]){

            temp = w[j];

            w[j] = w[j + 1];

            w[j + 1] = temp;

        }

    printf("\nThe given %d numbers in ascending order: \n", n);

    for (i = 0; i < n; i++)

        printf("%d\t", w[i]);

    if ((total < sum))

        printf("\nSubset cannot be made.");

    else{

        for (i = 0; i < n; i++)

            inc[i] = 0;

        printf("\nThe solutions is/are :\n");

        sumOfSubset(-1, 0, total);

    }

    return 0;

}

**Output :**
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